Maboudou Independent Study

## Multivariate Change Point Using Hotelling T2

require(plyr)

## Loading required package: plyr

## Warning: package 'plyr' was built under R version 3.3.1

require(MASS)

## Loading required package: MASS

require(methods)  
  
## HotellingT2- return Hotelling T2 value for given Y and W matrix  
  
HotellingT2 <- function(y, w){  
 y = matrix(y, nrow = 1)  
 w = as.matrix(w)  
 y %\*% solve(w) %\*% t(y)  
}  
  
  
## T2ChangePoint - return two values (1) Maximum T2 and (2) the value of k  
  
T2ChangePoint <- function(x, keepobs = NULL){  
 x = as.matrix(x)  
 #print(x)  
 N = nrow(x)  
 ncol = ncol(x)  
 if (ncol > 1) {ccm = getFunction(colMeans)  
 }else {ccm = get0("mean", as.environment("package:base"))}  
   
 if (is.null(keepobs)){  
 keepobs = ceiling(N\*0.1)  
 if (keepobs < ncol) keepobs = ncol + 1  
 }  
   
 aa <- function(z, n, nobs){  
 x = z[1:n,]  
 y = z[(n+1):nobs,]  
 wk = (var(x)\*n + var(y)\*(nobs - n)) / (nobs - 2)  
 yk = sqrt(n \*(nobs - n) / nobs) \* (ccm(x) - ccm(y))  
 T2k = HotellingT2(yk, wk)  
 return(T2k)  
 }  
   
 ntest = c((keepobs+1):(N-keepobs))  
 T2 = sapply(ntest, aa, z = x, nobs = N)  
 maxk = which.max(T2)  
 return(c(T2Max = T2[maxk], Change\_Point = maxk +keepobs, T2 = T2))  
}  
  
## Repeat Max T^2 for N (SimNum) times and return as a Data Frame containing two columns (T2Max and Change\_Point (position))  
  
set.seed(2345)  
alpha = 0.05  
p = 1  
SimNum = 20  
n =8  
mu = rep(0, p)  
sigma = diag(x = 1, nrow = p, ncol = p)  
a = rdply(SimNum, T2ChangePoint (mvrnorm(n = n, mu = mu, Sigma = sigma), keepobs = p+1))  
b = a[,4:ncol(a)]  
print(a)

## .n T2Max Change\_Point T21 T22 T23  
## 1 1 1.8829980 5 1.976256e-01 1.18928439 1.882998043  
## 2 2 2.0967854 6 8.684432e-01 1.61662263 0.372369886  
## 3 3 0.2575637 4 3.487597e-02 0.25756367 0.021267580  
## 4 4 0.1594644 5 7.142481e-02 0.03850383 0.159464395  
## 5 5 14.5026479 3 1.450265e+01 3.46340996 3.202057352  
## 6 6 0.6875516 3 6.875516e-01 0.42903856 0.197372528  
## 7 7 7.8049864 4 1.551667e+00 7.80498636 5.333896699  
## 8 8 2.1744871 6 7.730171e-01 0.01824885 0.896953217  
## 9 9 0.1587509 3 1.587509e-01 0.11077765 0.042786125  
## 10 10 2.1665637 6 1.413523e-01 0.05266637 0.323061132  
## 11 11 4.1975502 3 4.197550e+00 0.88762688 0.001032129  
## 12 12 2.4023162 3 2.402316e+00 1.02088929 0.929425476  
## 13 13 0.4402615 3 4.402615e-01 0.34262963 0.308200510  
## 14 14 2.0852057 3 2.085206e+00 0.25522824 0.050946226  
## 15 15 1.0769353 5 1.082131e-03 0.01762906 1.076935329  
## 16 16 2.1001482 6 1.873204e-02 0.20743859 0.500004178  
## 17 17 1.1985305 5 6.563868e-02 0.00330262 1.198530481  
## 18 18 1.5399035 6 7.576673e-01 0.16630984 0.007474626  
## 19 19 0.9173667 5 1.180747e-01 0.03966890 0.917366748  
## 20 20 0.1913494 5 4.278521e-04 0.13630954 0.191349432  
## T24  
## 1 0.60607440  
## 2 2.09678543  
## 3 0.02298761  
## 4 0.01403302  
## 5 0.74381224  
## 6 0.60546422  
## 7 6.10836265  
## 8 2.17448712  
## 9 0.06863711  
## 10 2.16656367  
## 11 0.03845976  
## 12 0.50956755  
## 13 0.18243332  
## 14 0.22399582  
## 15 0.09089440  
## 16 2.10014819  
## 17 0.19930501  
## 18 1.53990350  
## 19 0.36210154  
## 20 0.04349802

quant = list(c(NULL, NULL))  
for (i in 1:ncol(b)){  
 quant[[i]] = c(as.integer(p+1+i), quantile(b[,i], probs = 0.95, names = FALSE, type = 1))  
 b = b[-which(unlist(b[,i]) >= quant[[i]][2]),]  
}  
bb = t(as.data.frame(quant))  
row.names(bb) = NULL  
print(bb)

## [,1] [,2]  
## [1,] 3 4.197550  
## [2,] 4 7.804986  
## [3,] 5 1.882998  
## [4,] 6 2.174487

## Change Point KMMD File

require(kernlab)

## Loading required package: kernlab

## Warning: package 'kernlab' was built under R version 3.3.1

require(plyr)  
require(MASS)  
x <- matrix(rnorm(100, 10, 5),50)  
y <- matrix(rnorm(200, 20, 5),100)  
z <- matrix(rnorm(100, 15, 10), ncol = ncol(x))  
  
colSums(sweep(x, 2,colMeans(x)))

## [1] 1.687539e-14 -1.065814e-14

############################################################  
  
HotellingT2 <- function(y, w){  
 y = matrix(y, nrow = 1)  
 w = as.matrix(w)  
 y %\*% solve(w) %\*% t(y)  
}  
  
  
  
cpkmmd <- function(x, keepobs = NULL){  
 x = as.matrix(x)  
 N = nrow(x)  
 if (is.null(keepobs)){  
 keepobs = ceiling(N\*0.1)  
 }  
   
 aa <- function(z, n, nobs){  
 x = z[1:n,]  
 y = z[(n+1):nobs,]  
 wk = (var(x)\*n + var(y)\*(nobs - n)) / (nobs - 2)  
 yk = sqrt(n \*(nobs - n) / nobs) \* (colMeans(x) - colMeans(y))  
 T2k = HotellingT2(yk, wk)  
 return(T2k)  
 }  
   
   
 ntest = c((keepobs+1):(N-keepobs))  
 stat = sapply(ntest, aa, z = x, nobs = N)  
 mk = which.max(stat)  
 return(c(T2Max = stat[mk], change\_Point = mk+keepobs))  
}  
  
a = rdply(20, cpkmmd(mvrnorm(n = 20, mu = c(11,15,32),   
 Sigma = matrix(c(1, .6, .7, .6, 1, .75, .7, .75,1),   
 nrow = 3, byrow = TRUE))))  
  
print(a)

## .n T2Max change\_Point  
## 1 1 12.242666 16  
## 2 2 9.213460 14  
## 3 3 4.582759 18  
## 4 4 4.565112 14  
## 5 5 5.886297 12  
## 6 6 5.975853 4  
## 7 7 3.542667 4  
## 8 8 6.244345 6  
## 9 9 13.586066 16  
## 10 10 11.481422 3  
## 11 11 2.987013 3  
## 12 12 29.403018 3  
## 13 13 16.798784 7  
## 14 14 4.441895 18  
## 15 15 10.897145 17  
## 16 16 8.596549 18  
## 17 17 11.264867 3  
## 18 18 12.146210 17  
## 19 19 6.711628 17  
## 20 20 5.656718 8

# KMMD function   
# only return KMMD value  
  
kmmdfunconly <- function(Kxx,Kyy, Kxy)  
{  
   
 m <- dim(Kxx)[1]  
 n <- dim(Kyy)[1]  
   
 sumKxx <- sum(Kxx)  
   
 sumKyy <- sum(Kyy)  
   
 sumKxy <- sum(Kxy)  
   
 mmd1 <- sqrt(max(0,sumKxx/(m\*m) + sumKyy/(n\*n) - 2/m/n\* sumKxy))  
  
 return(list(mmd=mmd1))  
}  
  
  
############################################################  
  
# KMMD function   
# return KMMD with 1st and 3rd order   
  
kmmdfunc <- function(Kxx,Kyy, Kxy, alpha = 0.05)  
{  
   
 m <- dim(Kxx)[1]  
 n <- dim(Kyy)[1]  
   
 N <- max(m,n)  
 M <- min(m,n)  
   
 sumKxx <- sum(Kxx)  
   
 if(m!=n)  
 sumKxxM <- sum(Kxx[1:M,1:M])  
 else  
 sumKxxM <- sumKxx  
   
 dgxx <- diag(Kxx)  
   
 sumKxxnd <- sumKxx - sum(dgxx)  
 R <- max(dgxx)  
 RM <- max(dgxx[1:M])  
 hu <- colSums(Kxx[1:M,1:M]) - dgxx[1:M]  
   
 sumKyy <- sum(Kyy)  
 if(m!=n)  
 sumKyyM <- sum(Kyy[1:M,1:M])  
 else  
 sumKyyM <- sumKyy  
   
 dgyy <- diag(Kyy)  
   
 sumKyynd <- sum(Kyy) - sum(dgyy)  
 R <- max(R,dgyy)  
 RM <- max(RM,dgyy[1:M]) # RM instead of R in original  
 hu <- hu + colSums(Kyy[1:M,1:M]) - dgyy[1:M]  
   
 sumKxy <- sum(Kxy)  
 if (m!=n)  
 sumKxyM <- sum(Kxy[1:M,1:M])  
 else  
 sumKxyM <- sumKxy  
   
 dg <- diag(Kxy) # up to M only  
 hu <- hu - colSums(Kxy[1:M,1:M]) - colSums(t(Kxy[1:M,1:M])) + 2\*dg # one sided sum  
   
 mmd1 <- sqrt(max(0,sumKxx/(m\*m) + sumKyy/(n\*n) - 2/m/n\* sumKxy))  
 mmd3 <- sum(hu)/M/(M-1)  
 D1 <- 2\*sqrt(RM/M)+sqrt(log(1/alpha)\*4\*RM/M)  
   
 return(list(mmd1=mmd1,mmd3=mmd3,D1=D1))  
}  
  
  
## Find Change point location by calculating maximum KMMD for data  
  
cpkmmd <- function(x, keepobs = NULL){  
 x = as.matrix(x)  
 N = nrow(x)  
 if (is.null(keepobs)){  
 keepobs = ceiling(N\*0.1)  
 }  
 aa <- function(z, n, rbf = rbf){  
 nobs = nrow(z)  
 ncoll = ncol(z)  
 x = z[1:n,1:ncoll]  
 y = z[(n+1):nobs,1:ncoll]  
 stat <- kmmdfunconly(Kxx=kernelMatrix(rbf, x), Kyy =kernelMatrix(rbf, y), Kxy=kernelMatrix(rbf, x,y))  
 return(stat$mmd)  
 }  
   
 sig.opt <- sigest(x, scaled = FALSE)[2]  
 rbf <- rbfdot(sigma = sig.opt)  
   
 ntest = c((keepobs+1):(N-keepobs))  
 stat = sapply(ntest, aa, z = x, rbf = rbf)  
 mk = which.max(stat)  
 return(list(stat = stat, change.Point = mk+keepobs))  
}  
  
bb = cpkmmd(rbind(x,y))  
  
newobscpkmmd <- function(newobs, x, y){  
 ncoll = ncol(x)  
 newobs = matrix(newobs, ncol = ncoll)  
 x = as.matrix(x)  
 y = as.matrix(y)  
 nnew = nrow(newobs)  
 ns = c(1:nnew)  
 sig.opt <- sigest(rbind(x,y), scaled = FALSE)[2]  
 rbf <- rbfdot(sigma = sig.opt)  
   
 aa <- function(i, z, x, y, rbf = rbf){  
 a = z[i,]  
 s1 = kmmdfunconly(Kxx=kernelMatrix(rbf, rbind(x,a)), Kyy =kernelMatrix(rbf, y), Kxy=kernelMatrix(rbf, rbind(x,a),y))  
 s2 = kmmdfunconly(Kxx=kernelMatrix(rbf, x), Kyy =kernelMatrix(rbf, rbind(y,a)), Kxy=kernelMatrix(rbf, x,rbind(y,a)))  
 if (s1$mmd > s2$mmd) c = 1  
 else c = 2  
 return(c)  
 }  
   
 co = sapply(ns, aa, z = newobs, x = x, y = y, rbf = rbf)  
   
 return(co)  
   
   
}  
  
  
  
newobscpkmmd(z, x,y)

## [1] 2 1 2 1 2 1 2 1 1 1 2 2 1 2 1 2 1 1 2 2 2 2 1 1 1 1 2 2 1 2 2 2 2 2 2  
## [36] 1 1 2 2 1 1 2 1 2 2 1 2 1 1 2

## Functions\_kmmd\_sent file

#  
# Compute kernel MMD test  
f.kmmd<-function(k1,k2,k3){  
   
 kmmd2<-0  
 m<-nrow(k1)  
 for(i in 1:m){  
 t<-0  
 for(j in 1:m){  
 if( i != j){  
   
 t <- t + k1[i,j]+k2[i,j]-k3[i,j]-k3[j,i]  
   
 }# end if  
   
 } #end loop j  
   
 kmmd2<-kmmd2+t/(m\*(m-1))  
   
 } # end loop i  
   
 return(kmmd2)  
   
}  
  
  
#Kernel function  
  
kernel11 <- function(x1, y = NULL){  
 if (!is.null(y)){ x1 = x1-y}  
 if(all(x1 == 0)){return(0)}  
 K<- sum(x1 / base::norm(as.matrix(x1),type = 'f'))  
 return(K)  
}  
  
# Permutation test  
PermTest.knl1 <- function(x, y, R=499, testfun=f.kmmd) {  
 z <- rbind(x, y) # pooled sample  
 # Create kernel matrix  
 sig.opt <- sigest(z, scaled = FALSE)[2]  
 #rbf <- rbfdot(sigma = sig.opt)  
 rbf <- getFunction("kernel11")  
   
 myfun <- function(a, b,c) suppressWarnings(unname(testfun(a, b,c)))  
 #set.seed(123)   
 DoIt <- function() {  
 i <- sample(nrow(z), nrow(x))  
 myfun( a=kernelMatrix(rbf, z[i,]), b =kernelMatrix(rbf, z[-i,]), c=kernelMatrix(rbf, z[i,],z[-i,]))  
 }  
 pstats <- replicate(R, DoIt())  
 stat <- myfun(a=kernelMatrix(rbf, x), b =kernelMatrix(rbf, y), c=kernelMatrix(rbf, x,y))  
 hist(pstats, col="azure", main="Empirical distribution under H0")  
 abline(v=stat, col="red", lty=2)  
 p.v <-mean(c(stat, pstats) >= stat)  
 res <- list(p.v=p.v, sig.opt=sig.opt, R=R, stat=stat, pstats=pstats, sum=sum(c(stat, pstats) >= stat))  
 return(res)  
}  
  
  
  
  
x <- matrix(rnorm(100, 10, 5),20)  
y <- matrix(rnorm(100, 20, 5),20)  
  
  
PermTest.knl1(x, y, R=100)
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## $p.v  
## [1] 0.00990099  
##   
## $sig.opt  
## 50%   
## 0.001912114   
##   
## $R  
## [1] 100  
##   
## $stat  
## [1] 3.522715  
##   
## $pstats  
## [1] -0.573244605 -1.544318055 -2.858193959 -1.175930731 -1.240145971  
## [6] -1.593102055 -0.467843331 0.051493695 -0.955575516 -0.409234591  
## [11] -2.429147879 -0.313282578 -2.083194558 -1.296442973 -0.767396209  
## [16] -1.735550264 -2.490883554 -1.234734515 -0.991722215 -0.237391620  
## [21] -1.335606365 -1.152808618 -0.370974485 -1.348666213 -1.961935255  
## [26] -0.840291821 0.065800997 -2.046440293 -0.754747608 -2.291439852  
## [31] -1.376248446 -0.499649547 -0.547827900 -1.336667246 -0.684022673  
## [36] -2.206328016 -1.113366184 -1.310434025 -0.587861193 -0.169762582  
## [41] -1.085419829 -0.034644588 -1.052660067 -0.803948860 0.357001366  
## [46] -0.929056438 -0.088465891 -0.510154527 -0.671429605 -2.017312873  
## [51] -0.931204346 -1.123687588 -0.298417606 -0.412319236 -1.446975174  
## [56] -1.534812295 -1.687899543 -1.326247138 -0.721851354 -0.114043001  
## [61] -0.268721828 -0.568919190 -1.094618045 -1.313777926 -0.723052391  
## [66] -1.949709774 -1.844523372 -1.043960010 -1.874126441 0.151099774  
## [71] -1.177840883 -1.043986457 -0.126754266 -1.424391797 -0.435615483  
## [76] -1.403777453 0.006327668 -1.569261905 -0.566617363 -2.094851301  
## [81] -0.361778722 -2.072303798 -1.714773126 -1.481449196 -2.552269372  
## [86] -1.848687159 -1.961517241 -0.465407998 -1.185238776 -2.421271535  
## [91] -1.420836524 -1.518451899 -0.619272939 -1.989355498 -1.507808399  
## [96] -1.945341781 -1.484631733 0.006947217 -2.322984383 -0.489397585  
##   
## $sum  
## [1] 1

## kmmd\_nutrimouse\_sent file

#############################################################################  
# Kernel Maximum Mean Discrepancy   
# "INFERRING DIFFERENTIALLY EXPRESSED PATHWAYS BY USING KERNEL MAXIMUM MEAN DISCREPANCY-BASED TEST  
# Esteban Vegas, Ferran Reverter and Josep Maria Oller  
# Statistical Department, University of Barcelona  
#############################################################################  
  
  
#############################################################################  
# Nutrimouse data set  
#############################################################################  
  
  
if(!require(mixOmics, quietly =T)) install.packages("mixOmics")

## Warning: package 'mixOmics' was built under R version 3.3.3

## Warning: package 'ggplot2' was built under R version 3.3.1

##   
## Attaching package: 'ggplot2'

## The following object is masked from 'package:kernlab':  
##   
## alpha

##   
## Loaded mixOmics 6.1.2  
##   
## Visit http://www.mixOmics.org for more details about our methods.  
## Any bug reports or comments? Notify us at mixomics at math.univ-toulouse.fr or https://bitbucket.org/klecao/package-mixomics/issues  
##   
## Thank you for using mixOmics!

require(mixOmics, quietly =T)  
  
if(!require(methods, quietly =T)) install.packages("mixOmics")  
require(mixOmics, quietly =T)  
  
  
data(nutrimouse)  
#help(nutrimouse)  
#str(nutrimouse)  
  
mydata.gene <- nutrimouse$gene # gene expressions data set  
mydata.FA <- nutrimouse$lipid # fatty acids data set  
  
gene.names <- names(mydata.gene)  
FA.names <- names(mydata.FA)  
  
ind.diet <- nutrimouse$diet  
ind.genotype <- nutrimouse$genotype  
  
# There are 2 factors: genotype with 2-levels factor and diet 5-levels factor.  
  
# Change from genotype factor to genotype list   
ind.gen <- list()  
for (i in levels(ind.genotype)) {  
 ind.gen[[i]] <- which(ind.genotype==i)  
}  
  
# Change from diet factor to diet list   
ind.diet1 <- list()  
for (i in levels(ind.diet)) {  
 ind.diet1[[i]] <- which(ind.diet==i)  
}  
  
#############################################################################  
# Subset of genes and fatty acids involved in fatty acids catabolism pathway  
#############################################################################  
  
  
# 1) Selection of genes involved in fatty acids(FA) catabolism pathway  
  
gene.names.sel.1 <- c("ACBP","AOX","BIEN","CPT2","CYP4A10",  
 "HPNCL","L.FABP","PECI","PMDCI", "THIOL",  
 "mHMGCoAS", "CACP","Tpalpha", "Tpbeta", "CYP4A14","ACOTH")  
  
pos.genes <- match(x=c(gene.names.sel.1), table=gene.names)  
  
  
# 2) Selection of fatty acids involved in fatty acids catabolism pathway  
pos.FA <- match(x=FA.names[19:21], table=FA.names)   
  
  
  
# 3) Subset of genes or fatty acids involved in fatty acids catabolism pathway  
mydata.gene.sel <- mydata.gene[,pos.genes]  
mydata.FA.sel <-mydata.FA[,pos.FA]  
  
  
  
#############################################################################  
# Assign the x variable to the sample values of the first condition.  
# Assign the y variable to the sample values of the second condition.  
# Only Gene expresions data set  
#############################################################################  
  
x <- as.matrix(mydata.gene.sel[ind.gen$wt,])  
y <- as.matrix(mydata.gene.sel[ind.gen$ppar,])  
  
  
  
#############################################################################  
# Heatmaps  
#   
#############################################################################  
  
# my heatmap function  
  
myheatmap <-function(z,my.xlab=NULL, my.ylab=NULL, my.main){  
 rc <- cm.colors(nrow(z))  
 cc <- cm.colors(ncol(z))  
 hv <- heatmap(z, col = cm.colors(256), scale = "column",  
 Rowv=NA, Colv=NA,  
 RowSideColors = rc,  
 ColSideColors = cc,   
 margins = c(5,10),  
 xlab = my.xlab, ylab = my.ylab,  
 main = my.main)  
}  
  
  
myheatmap(rbind(x,y), my.main="Gene expression")

![](data:image/png;base64,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)

#############################################################################  
# Hotelling test  
#   
#############################################################################  
  
if(!require("Hotelling", quietly =T)) install.packages("Hotelling")

## Warning: package 'Hotelling' was built under R version 3.3.3

## Warning: package 'corpcor' was built under R version 3.3.3

require("Hotelling", quietly =T)  
  
(hotelling.test(x, y))

## $stats  
## $stats$statistic  
## [1] 1210.364  
##   
## $stats$m  
## [1] 0.03782895  
##   
## $stats$df  
## [1] 16 23  
##   
## $stats$nx  
## [1] 20  
##   
## $stats$ny  
## [1] 20  
##   
## $stats$p  
## [1] 16  
##   
##   
## $pval  
## [1] 1.1946e-13  
##   
## attr(,"class")  
## [1] "hotelling.test"

source("http://bioconductor.org/biocLite.R")

## Bioconductor version 3.4 (BiocInstaller 1.24.0), ?biocLite for help

## A new version of Bioconductor is available after installing the most  
## recent version of R; see http://bioconductor.org/install

#biocLite("GSAR", suppressUpdates=TRUE)  
library("GSAR")

## Warning: package 'GSAR' was built under R version 3.3.1

## Loading required package: igraph

##   
## Attaching package: 'igraph'

## The following objects are masked from 'package:stats':  
##   
## decompose, spectrum

## The following object is masked from 'package:base':  
##   
## union

result <- KStest(object=cbind(t(x),t(y)), group=c(rep(1,20),rep(2,20)))   
result

## [1] 0.000999001

result <- WWtest(object=cbind(t(x),t(y)), group=c(rep(1,20),rep(2,20)))   
result

## [1] 0.000999001

#############################################################################  
# Kernel Maximum Mean Discrepancy: asymptotic distribution  
#   
#############################################################################  
  
if(!require("kernlab", quietly =T)) install.packages("kernlab")  
require("kernlab", quietly =T)  
  
source("D:/UCF/STA 6908 - Edgard Maboudou/STA 6908 - Edgard Maboudou/R code/Functions\_kmmd\_sent.R")  
  
time1 <- proc.time()  
#results.kmmd.1 <- by (Tr\_C\_Y.filt\_1[sel\_row,],ffactor, kmmd.my1)  
results.nl1 <- PermTest.knl1(x,y,R=150)
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proc.time() - time1

## user system elapsed   
## 9.22 0.01 9.50

# Empirical distribution of kernel MDD of fatty acids catabolism pathway under H0  
  
hist(c(results.nl1[["pstats"]],results.nl1[["stat"]]), col="azure3",freq=FALSE,   
 main= "Empirical distribution under H0", xlab="Values")  
  
x0=results.nl1[["stat"]]  
  
arrows(x0=x0, y0=1.5, x1=x0, y1= 0, col="coral3", lty=1, lwd=2)  
text(x=results.nl1[["stat"]], y=1.5, pos=3, labels="stat")
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#############################################################################  
# Assign the x variable to the sample values of the first condition.  
# Assign the y variable to the sample values of the second condition.  
# Gene expresions data set and Fatty acid data set  
#############################################################################  
  
  
# Gene expresions data set (1)  
x1 <- as.matrix(mydata.gene.sel[ind.gen$wt,])  
y1 <- as.matrix(mydata.gene.sel[ind.gen$ppar,])  
  
# Fatty acids data set (2)  
x2 <- as.matrix(mydata.FA.sel[ind.gen$wt,])  
y2 <- as.matrix(mydata.FA.sel[ind.gen$ppar,])  
  
# data set joined by condition  
x <- cbind(x1,x2)  
y <- cbind(y1,y2)  
  
#############################################################################  
# New results  
#   
#############################################################################  
  
  
# heatmap  
myheatmap(rbind(x,y), my.main="Gene expression and Fatty acids")
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# Hotelling test  
  
(hotelling.test(x, y))

## $stats  
## $stats$statistic  
## [1] 1231.028  
##   
## $stats$m  
## [1] 0.02770083  
##   
## $stats$df  
## [1] 19 20  
##   
## $stats$nx  
## [1] 20  
##   
## $stats$ny  
## [1] 20  
##   
## $stats$p  
## [1] 19  
##   
##   
## $pval  
## [1] 2.936407e-11  
##   
## attr(,"class")  
## [1] "hotelling.test"

result <- KStest(object=cbind(t(x),t(y)), group=c(rep(1,20),rep(2,20)))   
result

## [1] 0.001998002

result <- WWtest(object=cbind(t(x),t(y)), group=c(rep(1,20),rep(2,20)))   
result

## [1] 0.000999001

# Kernel Maximum Mean Discrepancy: asymptotic distribution  
  
time1 <- proc.time()  
results.nl1 <- PermTest.knl1(x,y,R=2499)
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proc.time() - time1

## user system elapsed   
## 152.57 0.35 156.84

results.nl1$p.v #p-value

## [1] 1

# Empirical distribution of kernel MDD of fatty acids catabolism pathway under H0  
  
hist(c(results.nl1[["pstats"]],results.nl1[["stat"]]), col="azure3",freq=FALSE,   
 main= "Empirical distribution under H0", xlab="Values")  
  
x0=results.nl1[["stat"]]  
  
arrows(x0=x0, y0=1.5, x1=x0, y1= 0, col="coral3", lty=1, lwd=2)  
text(x=results.nl1[["stat"]], y=1.5, pos=3, labels="stat")
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#############################################################################  
# Fatty acids catabolism pathway: sun vs fish diet  
#  
#############################################################################  
  
  
#############################################################################  
# Assign the x variable to the sample values of the first condition.  
# Assign the y variable to the sample values of the second condition.  
# Only Gene expresions data set  
#############################################################################  
  
x <- as.matrix(mydata.gene.sel[ind.diet1$sun,])   
y <- as.matrix(mydata.gene.sel[ind.diet1$fish,])  
  
  
  
#############################################################################  
# New results  
#   
#############################################################################  
  
  
# heatmap  
myheatmap(rbind(x,y), my.main="Gene expression")
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# Hotelling test  
  
#(hotelling.test(x, y)) # error number of samples < number of variables  
  
  
  
result <- KStest(object=cbind(t(x),t(y)), group=c(rep(1,8),rep(2,8)))   
result

## [1] 0.08591409

result <- WWtest(object=cbind(t(x),t(y)), group=c(rep(1,8),rep(2,8)))   
result

## [1] 0.3906094

# Kernel Maximum Mean Discrepancy: asymptotic distribution  
  
time1 <- proc.time()  
results.nl1 <- PermTest.knl1(x,y,R=2499)
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proc.time() - time1

## user system elapsed   
## 43.59 0.05 44.81

results.nl1$p.v #p-value

## [1] 0.0124

#############################################################################  
# Assign the x variable to the sample values of the first condition.  
# Assign the y variable to the sample values of the second condition.  
# Gene expresions data set and Fatty acid data set  
#############################################################################  
  
# Gene expresions data set (1)  
x1 <- as.matrix(mydata.gene.sel[ind.diet1$sun,])   
y1 <- as.matrix(mydata.gene.sel[ind.diet1$fish,])  
  
# Fatty acids data set (2)  
x2 <- as.matrix(mydata.FA.sel[ind.diet1$sun,])   
y2 <- as.matrix(mydata.FA.sel[ind.diet1$fish,])  
  
# data set joined by condition  
x <- cbind(x1,x2)  
y <- cbind(y1,y2)  
  
  
  
# heatmap  
myheatmap(rbind(x,y), my.main="Gene expression and Fatty acids")
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# Hotelling test  
  
#(hotelling.test(x, y)) # error number of samples < number of variables  
  
  
result <- KStest(object=cbind(t(x),t(y)), group=c(rep(1,8),rep(2,8)))   
result

## [1] 0.000999001

result <- WWtest(object=cbind(t(x),t(y)), group=c(rep(1,8),rep(2,8)))   
result

## [1] 0.000999001

# Kernel Maximum Mean Discrepancy: asymptotic distribution  
  
time1 <- proc.time()  
results.nl1 <- PermTest.knl1(x,y,R=2499)
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proc.time() - time1

## user system elapsed   
## 43.91 0.11 45.00

results.nl1$p.v #p-value

## [1] 4e-04

## KMMD File

library(kernlab)  
datapath = 'D:/UCF/STA 6908 - Edgard Maboudou/STA 6908 - Edgard Maboudou/Data/'  
df = read.table(paste(datapath, 'pb2.txt', sep = ''))  
x = df[df$V1 == 1, 2:5]  
y = df[df$V1 == 2, 2:5]  
  
  
kernel11 <- function(x1, y = NULL){  
 if (!is.null(y)){ x1 = x1-y}  
 if(all(x1 == 0)){return(0)}  
 K<- sum(x1 / base::norm(as.matrix(x1),type = 'f'))  
 return(K)  
}  
  
kcalculator <- function(X, Y = NULL){  
 if (is.null(Y)){  
 N<-dim(X)[1]  
 K<-matrix(0,N,N)  
 for(i in 1:N){  
 K[i,]<-apply(sweep(X, 2, unlist(X[i,])), 1, kernel11)  
 }  
 return(K)  
 }else{  
 N1<-dim(X)[1]  
 N2 = dim(Y)[1]  
 K<-matrix(0,N1,N2)  
 for(i in 1:N2){  
 K[,i]<-apply(sweep(X, 2, unlist(Y[i,])), 1, kernel11)  
 }  
 return(K)  
   
 }  
}  
  
x <- matrix(runif(300),100)  
y <- matrix(runif(300)+10,100)  
a = kmmd(x, y)

## Using automatic sigma estimation (sigest) for RBF or laplace kernel

aa = kernelMatrix(kernel11, as.matrix(x))  
  
  
k = kcalculator(x, y)  
  
library(kernlab)  
kmmd(x, y)

## Using automatic sigma estimation (sigest) for RBF or laplace kernel

## Kernel Maximum Mean Discrepancy object of class "kmmd"   
##   
## Gaussian Radial Basis kernel function.   
## Hyperparameter : sigma = 1.03664381559699   
##   
##   
## H0 Hypothesis rejected : TRUE  
## Rademacher bound : 0.546163676520489  
##   
## 1st and 3rd order MMD Statistics : 1.12666890628934 1.2620028529285

## KMMD File

## calculates the kernel maximum mean discrepancy for samples from two distributions  
## author: alexandros karatzoglou  
  
setGeneric("kmmd",function(x,...) standardGeneric("kmmd"))

## [1] "kmmd"

setMethod("kmmd", signature(x = "matrix"),  
 function(x, y, kernel="rbfdot",kpar="automatic", alpha = 0.05, asymptotic = FALSE, replace = TRUE, ntimes = 150, frac = 1, ...)  
 {  
 x <- as.matrix(x)  
 y <- as.matrix(y)  
   
 res <- new("kmmd")  
   
   
 if(is.character(kernel)){  
 kernel <- match.arg(kernel,c("rbfdot","polydot","tanhdot","vanilladot","laplacedot","besseldot","anovadot","splinedot","matrix"))  
   
 if(kernel == "matrix")  
 if(dim(x)[1]==dim(x)[2])  
 return(kmmd(x= as.kernelMatrix(x), y = y, Kxy = as.kernelMatrix(x)%\*%y, alpha = 0.05, asymptotic = FALSE, replace = TRUE, ntimes = 100, frac = 1, ...))  
 else  
 stop(" kernel matrix not square!")  
   
 if(is.character(kpar))  
 if((kernel == "tanhdot" || kernel == "vanilladot" || kernel == "polydot"|| kernel == "besseldot" || kernel== "anovadot"|| kernel=="splinedot") && kpar=="automatic" )  
 {  
 cat (" Setting default kernel parameters ","\n")  
 kpar <- list()  
 }  
 }  
   
 if (!is.function(kernel))  
 if (!is.list(kpar)&&is.character(kpar)&&(kernel == "laplacedot"|| kernel=="rbfdot")){  
 kp <- match.arg(kpar,"automatic")  
 if(kp=="automatic")  
 kpar <- list(sigma=sigest(rbind(x,y),scaled=FALSE)[2])  
 cat("Using automatic sigma estimation (sigest) for RBF or laplace kernel","\n")  
   
 }  
 if(!is(kernel,"kernel"))  
 {  
 if(is(kernel,"function")) kernel <- deparse(substitute(kernel))  
 kernel <- do.call(kernel, kpar)  
 }  
   
 if(!is(kernel,"kernel")) stop("kernel must inherit from class `kernel'")  
   
 m <- dim(x)[1]  
 n <- dim(y)[1]  
   
 N <- max(m,n)  
 M <- min(m,n)  
   
 Kxx <- kernelMatrix(kernel,x)  
 Kyy <- kernelMatrix(kernel,y)  
 Kxy <- kernelMatrix(kernel,x,y)  
   
 resmmd <- .submmd(Kxx, Kyy, Kxy, alpha)   
   
 H0(res) <- (resmmd$mmd1 > resmmd$D1)   
 Radbound(res) <- resmmd$D1  
 Asymbound(res) <- 0  
 mmdstats(res)[1] <- resmmd$mmd1  
 mmdstats(res)[2] <- resmmd$mmd3  
   
 if(asymptotic){  
 boundA <- .submmd3bound(Kxx, Kyy, Kxy, alpha, frac, ntimes, replace)  
   
 AsympH0(res) <- (resmmd$mmd3 > boundA)   
 Asymbound(res) <- boundA  
 }  
   
 kernelf(res) <- kernel  
 return(res)  
 })

## [1] "kmmd"

setMethod("kmmd",signature(x="list"),  
 function(x, y, kernel="stringdot",kpar=list(type="spectrum",length=4), alpha = 0.05, asymptotic = FALSE, replace = TRUE, ntimes = 150, frac = 1, ...)  
 {  
   
 if(!is(kernel,"kernel"))  
 {  
 if(is(kernel,"function")) kernel <- deparse(substitute(kernel))  
 kernel <- do.call(kernel, kpar)  
 }  
 if(!is(kernel,"kernel")) stop("kernel must inherit from class `kernel'")  
   
 Kxx <- kernelMatrix(kernel,x)  
 Kyy <- kernelMatrix(kernel,y)  
 Kxy <- kernelMatrix(kernel,x,y)  
   
 ret <- kmmd(x=Kxx,y = Kyy,Kxy=Kxy, alpha=alpha, asymptotic= asymptotic, replace = replace, ntimes = ntimes, frac= frac)  
   
 kernelf(ret) <- kernel  
   
 return(ret)  
   
 })

## [1] "kmmd"

setMethod("kmmd",signature(x="kernelMatrix"), function (x, y, Kxy, alpha = 0.05, asymptotic = FALSE, replace = TRUE, ntimes = 100, frac = 1, ...)  
{  
 res <- new("kmmd")  
 resmmd <- .submmd(x, y, Kxy, alpha)   
 H0(res) <- (resmmd$mmd1 > resmmd$D1)   
 Radbound(res) <- resmmd$D1  
 Asymbound(res) <- 0  
 mmdstats(res)[1] <- resmmd$mmd1  
 mmdstats(res)[2] <- resmmd$mmd3  
   
 if(asymptotic){  
 boundA <- .submmd3bound(x, y, Kxy, alpha, frac, ntimes, replace)  
   
 AsympH0(res) <- (resmmd$mmd1 > boundA)   
 Asymbound(res) <- boundA  
 }  
 kernelf(res) <- " Kernel matrix used as input."  
 return(res)  
   
})

## [1] "kmmd"

.submmd <- function(Kxx,Kyy, Kxy, alpha)  
{  
   
 m <- dim(Kxx)[1]  
 n <- dim(Kyy)[1]  
   
 N <- max(m,n)  
 M <- min(m,n)  
   
 sumKxx <- sum(Kxx)  
   
 if(m!=n)  
 sumKxxM <- sum(Kxx[1:M,1:M])  
 else  
 sumKxxM <- sumKxx  
   
 dgxx <- diag(Kxx)  
   
 sumKxxnd <- sumKxx - sum(dgxx)  
 R <- max(dgxx)  
 RM <- max(dgxx[1:M])  
 hu <- colSums(Kxx[1:M,1:M]) - dgxx[1:M]  
   
 sumKyy <- sum(Kyy)  
 if(m!=n)  
 sumKyyM <- sum(Kyy[1:M,1:M])  
 else  
 sumKyyM <- sumKyy  
   
 dgyy <- diag(Kyy)  
   
 sumKyynd <- sum(Kyy) - sum(dgyy)  
 R <- max(R,dgyy)  
 RM <- max(RM,dgyy[1:M]) # RM instead of R in original  
 hu <- hu + colSums(Kyy[1:M,1:M]) - dgyy[1:M]  
   
 sumKxy <- sum(Kxy)  
 if (m!=n)  
 sumKxyM <- sum(Kxy[1:M,1:M])  
 else  
 sumKxyM <- sumKxy  
   
 dg <- diag(Kxy) # up to M only  
 hu <- hu - colSums(Kxy[1:M,1:M]) - colSums(t(Kxy[1:M,1:M])) + 2\*dg # one sided sum  
   
 mmd1 <- sqrt(max(0,sumKxx/(m\*m) + sumKyy/(n\*n) - 2/m/n\* sumKxy))  
 mmd3 <- sum(hu)/M/(M-1)  
 D1 <- 2\*sqrt(RM/M)+sqrt(log(1/alpha)\*4\*RM/M)  
   
 return(list(mmd1=mmd1,mmd3=mmd3,D1=D1))  
}  
  
  
.submmd3bound <- function(Kxx,Kyy, Kxy, alpha, frac, ntimes, replace)  
{  
 ## implements the bootstrapping approach to the MMD3 bound by shuffling  
 ## the kernel matrix  
 ## frac : fraction of data used for bootstrap  
 ## ntimes : how many times MMD is to be evaluated  
   
 m <- dim(Kxx)[1]  
 n <- dim(Kyy)[1]  
   
 M <- min(m,n)  
 N <- max(m,n)  
   
 poslabels <- 1:m  
 neglabels <- (m+1):(m+n)  
   
 ## bootstrap  
 bootmmd3 <- rep(0,ntimes)  
   
 for (i in 1:ntimes)  
 {  
 nsamples <- ceiling(frac\*min(m,n))  
 xinds <- sample(1:m,nsamples,replace=replace)  
 yinds <- sample(1:n,nsamples,replace=replace)  
 newlab <- c(poslabels[xinds],neglabels[yinds])  
 samplenew <- sample(newlab, length(newlab), replace=FALSE)  
 xinds <- samplenew[1:nsamples]  
 yinds <- samplenew[(nsamples+1):length(samplenew)]  
   
 newm <- length(xinds)  
 newn <- length(yinds)  
 newM <- min(newm,newn)  
   
 ##get new kernel matrices (without concat to big matrix to save memory)  
 xind1 <- xinds[xinds<=m]  
 xind2 <- xinds[xinds>m]- m  
 yind1 <- yinds[yinds<=m]  
 yind2 <- yinds[yinds>m]-m  
   
 ##Kxx (this should be implemented with kernelMult for memory efficiency)  
 nKxx <- rbind(cbind(Kxx[xind1,xind1],Kxy[xind1,xind2]), cbind(t(Kxy[xind1,xind2]),Kyy[xind2,xind2]))  
 dgxx <- diag(nKxx)  
 hu <- colSums(nKxx[1:newM,1:newM]) - dgxx[1:newM] # one sided sum  
 rm(nKxx)  
   
 #Kyy  
 nKyy <- rbind(cbind(Kxx[yind1,yind1],Kxy[yind1,yind2]), cbind(t(Kxy[yind1,yind2]), Kyy[yind2,yind2]))  
 dgyy <- diag(nKyy)  
 hu <- hu + colSums(nKyy[1:newM,1:newM]) - dgyy[1:newM]  
 rm(nKyy)  
   
 ## Kxy  
 nKxy <- rbind(cbind(Kxx[yind1,xind1],Kxy[yind1,xind2]), cbind(t(Kxy[xind1,yind2]),Kyy[yind2,xind2]))  
 dg <- diag(nKxy)  
 hu <- hu - colSums(nKxy[1:newM,1:newM]) - colSums(t(nKxy[1:newM,1:newM])) + 2\*dg  
 rm(nKxy)  
   
 ## now calculate mmd3  
 bootmmd3[i] <- sum(hu)/newM/(newM-1)  
 }  
   
   
 bootmmd3 <- sort(bootmmd3, decreasing=TRUE);  
 aind <- floor(alpha\*ntimes) ## better less than too much (-> floor);  
   
 ## take threshold in between aind and the next smaller value:  
 bound <- sum(bootmmd3[c(aind,aind+1)])/2;  
 return(bound)  
   
}  
  
  
setMethod("show","kmmd",  
 function(object){  
   
 cat("Kernel Maximum Mean Discrepancy object of class \"kmmd\"","\n","\n")  
   
 show(kernelf(object))  
   
 if(is.logical(object@H0)){  
 cat("\n")  
 cat("\n","H0 Hypothesis rejected : ", paste(H0(object)))  
 cat("\n","Rademacher bound : ", paste(Radbound(object)))  
 }  
   
 cat("\n")   
   
 if(Asymbound(object)!=0){  
 cat("\n","H0 Hypothesis rejected (based on Asymptotic bound): ", paste(AsympH0(object)))  
 cat("\n","Asymptotic bound : ", paste(Asymbound(object)))  
 }  
   
 cat("\n","1st and 3rd order MMD Statistics : ", paste( mmdstats(object)))  
 cat("\n")  
 })

## [1] "show"